A Cognitive System to Teach Software Maintenance Project Staffing

Zohair Chentouf

College of Computer and Information Sciences, KS University, Riyadh, KSA

Abstract – This paper describes a cognitive tool for teaching maintenance software project staffing decision making, which is based on a computational model of the human staffing decision process. The learning activity requires students to solve the given maintenance staffing problem before running the tool and comparing their decision with the tool’s one.
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1. Introduction

Project Management is known to be a supporting discipline to the software process. That is why the IEEE SWEBOK, for example, recommends that Project Management be part of software engineering curricula. The targeted educational outcomes consist of learning necessary technical knowledge, as well as acquiring non-technical skills such as autonomy and pro-activity that allow students to deal with real world situations [1]. Because of such an integration of technical and non-technical skills, however, software engineering teaching is becoming more complex [2].

Management of software maintenance projects is a typical software management activity where both technical and non-technical skills of developers must be considered. Software maintenance is the process of changing software after its deployment. Changes can consist of fixing defects (corrective maintenance), adapting the software to an evolving environment (adaptive maintenance), adding new features (perfective maintenance), or preventing defects (preventive maintenance). The study performed in the USA by Glass [3] revealed that software maintenance projects consume up to 80% of development costs. Jones [4] conducted another investigation on American software companies; he reported that most of small-medium companies and part of big companies attribute maintenance tasks to developers who are already involved in development projects. He also pointed out that in many cases a developer has to maintain an application that (s)he did not develop, coded in a very old language, and with no written specification [4]. In these work conditions, communication is slow and disruptive conflicts among developers are not uncommon [4]. All these software maintenance projects’ characteristics make staffing such projects a complex task [3],[4].

The here reported learning activity aimed to allow students apprehend the problem within all its aspects. It was designed as staffing decision problem resolution, where students need to choose among two candidate developers under the constraints of the maintenance project, the development projects in which they are already involved, and their technical and non-technical skills.

Most of the university software project management courses are based on the Project Management body of knowledge and address scheduling, planning, and quality control. To deal with specific software engineering aspects, they focus on software implementation [2],[5]. For practice and assignments, those courses usually use MS-Project [5]. Unfortunately, the so designed software project management courses do not address the software maintenance project staffing problem. Furthermore, students usually find learning MS-Project a cumbersome assignment [6].
Our research was motivated by the lack of specific software maintenance project staffing tools and the complexity of this software management activity. The complexity of this activity is a typical indicator of the reasons behind the reputation of software engineering education for producing insufficiently prepared graduates [7]. In order to achieve satisfactory learning results despite the complexity of the problem, the learning activity was conducted as a practical one, using software project case studies, under a combined Project Based Learning (PBL) and competition approach.

Nowadays PBL is accepted as one of the best teaching practices [8-9]. It has been validated as a successful approach to enhancing young software engineers leadership and teamwork skills [8,10]. The PBL learning process first introduces students to the problem aspects then requires them to jointly elaborate a solution [11]. According to [8],[12],[13], a typical PBL addresses open-ended and challenging problems which have a variety of contexts. A successful PBL activity is one that allows students to work within teams, infer new knowledge, apply it to solve the problem, and identify the weaknesses of their own methods. In general, PBL assigns the instructor a role of learning facilitator. As per these educational properties, PBL is becoming popular in higher education [14]. Its success in software engineering was validated in [15], for example.

PBL was applied to teaching software project management, particularly to enhancing collaboration skills among software engineering students through a collaborative network [16],[17] and integrating project management and software processes [18]. However, maintenance software project staffing was not addressed.

Competition is a useful teaching instrument that aims to stimulate students’ learning motivation [19]. Culha [20] used the competition-based method in software engineering education. The objective was to teach students the principles of the agile software process, namely self-motivation, development speed, and adaptation to changing requirements. At the best of our knowledge, there is no work that used competition-based learning to teach software maintenance project staffing.

Section 2 presents the learning objectives of the presented activity. Section 3 describes the maintenance project staffing problem, the proposed solution model, and the tool’s implementation details. Section 4 describes the process of designing and conducting the learning activity. Section 5 presents experimental results based on learners’ feedback. Section 6 concludes the work and suggests some future direction.

2. Objectives

The here described learning activity was introduced in a software process management course at the last year of MS degree in Software Engineering. Prior to this course, students were exposed to advanced software engineering topics related to software requirement engineering, software design and architecting, and software project management.

To fill the gap of software maintenance project staffing, the learning activity aimed at reinforcing relevant cognitive skills, namely: analysis, synthesis, and communication. The relationships between these cognitive skills and the course learning outcomes that correspond to maintenance software project staffing are in Table 1. It is worth noting that the course has other learning outcomes which do not map to the staffing problem.

<table>
<thead>
<tr>
<th>Course learning outcome</th>
<th>Cognitive skill</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Estimating developer productivity based on technical skills</td>
<td>Analyzing new situations</td>
</tr>
<tr>
<td>2. Estimating developer productivity based on non-technical skills</td>
<td>Analyzing new situations</td>
</tr>
<tr>
<td>3. Evaluating the importance of project parameters in staffing decision</td>
<td>Analyzing new situations</td>
</tr>
<tr>
<td>4. Evaluating the impact of skills and project parameters on each other</td>
<td>Synthesizing</td>
</tr>
<tr>
<td>5. Managing project’s people</td>
<td>Communicating and convincing others</td>
</tr>
</tbody>
</table>

3. Maintenance project staffing decision modeling and implementation

The system that was used in the learning activity was based on a model that is a synthesis of [21-26]. The staffing decision model considers two candidate developers $V_1$ and $V_2$, everyone having a set of technical skills $T_i$, $i=1,\ldots,13$, a set of non-technical skills $N_j$, $j=1,\ldots,4$, and a set of project management constraints $C_k$, $k=1,2; T_i, N_j, C_k \in [0, 1]$. 
**Technical skills**

- Architectural design (T₁)
- Low level design (T₂)
- Data structure design (T₃)
- Algorithm design (T₄)
- Interface design (T₅)
- Graphical design (T₆)
- Coding and unit testing (T₇)
- Other testing techniques (T₈)
- Integration testing (T₉)
- System testing (T₁₀)
- Performance testing (T₁₁)
- Acceptance testing (T₁₂)
- Familiarity (T₁₃)

All the technical skill values Tᵢ measure the developer’s skill degree. For example, T₃=0.4 indicates that the developer’s proficiency in data structure design is estimated at 40%. Note that “other testing” (T₈) includes all the testing techniques that are not listed here, and “familiarity” (T₁₃) corresponds to the extent to which the candidate developer knows the code to maintain.

**Non-technical skills**

- Reasoning and judgment (N₁)
- Decision and problem solving (N₂)
- Stress tolerance (N₃)
- Openness, communication and team work (N₄)

These technical and non-technical skill variables are assumed to have already been measured by the project manager through past projects.

**PM constraints**

- Employee low cost (C₁)
- Context change low cost (C₂)

To make it clearer, the greater C₁ the less costly is the candidate developer; the greater C₂, the less negative impact of having the developer leave his/her current duties in other projects to work on the maintenance one.

Other decision parameters represent the project’s requirements and constraints: project characteristics Pᵢ, i=1, 2, maintenance scope parameters Mⱼ, j=1, ..., 4, degree of the code change depth Dₖ, k=1,2, and product quality values Qᵢ, l=1,2; Pᵢ, Mⱼ, Dₖ, Qᵢ ∈ [0, 1].

**Project characteristics**

- Project and/or customer importance (P₁)
- Task criticality (P₂)

The project/customer importance may be strategic, competitive, financial, etc. The task criticality should be seen as reflecting the criticality of the software to maintain.

**Maintenance scope**

- Correction (M₁)
- Adaption (M₂)
- Perfection (M₃)
- Prevention (M₄)

A software maintenance project may include all or part of these maintenance types.

**Change depth**

- New low level design (D₁)
- New technology (D₂)

The former parameter estimates the extent of changes on the low level design, and the latter reflects how much new technology will be introduced.

**Product quality**

- Bad documentation (Q₁)
- Bad code quality (Q₂)

These parameters estimate how poor are the specification documentation and the source code, respectively. In other words, the greater Q₁, the less good documentation of the software to maintain; the greater Q₂, the less good code to change.

![Figure 1. Maintenance project staffing CAN](image-url)

The previously presented parameters were embedded on a Cognitive Attraction Network (CAN) to allow inference of a decision. CAN were used in [27]. Roughly, CAN is a directed graph of concept layers. Two adjacent layers L₁ and L₂ model the fact that any change of the status of L₁ elements impacts (causes the change of) those of L₂. The status of conceptual elements and the impact relationships that exist between them are quantified using numerical values.

The CAN depicted by Fig. 1 models our problem of software maintenance project staffing and shows the impact relationships that exists between parameter groups: P represents project parameters Pᵢ, M represents maintenance scope parameters Mⱼ, etc. The parameters of any two adjacent layers are fully connected by impact links. For example, every Pᵢ,
i=1,2, has an impact link towards every Mj, j=1,4. Impact links are assigned values in [0,1]. Hence the impact matrices pm, md, etc. (see Fig. 1).

A decision inference process is based on impact propagation from P to M, M to D, D to N, and P to C. First, the impact of Pi causes updating the values Mj, which are calculated using Pi, Mj, and pmij. Similarly, the impact of the maintenance type parameters Mj propagates through the matrix md to update the change depth parameters Dk. This process continues until Ti, Nj, and Ck are updated, which corresponds to a computation of the skills and project constraints of the candidate developer. To calculate Ti, Nj, and Ck of the second candidate developer, the same process has to be run. The developer to select will be the one with the greater sum of Ti, Nj, and Ck.

The matrices pm, md, qt, dt, dn, and pc are assumed to have been refined by the PM through past software maintenance projects.

**Staffing decision algorithm**

The whole decision problem algorithm can be formulated as:

i) Update maintenance scope values:
   \[ M_j = M_j \times \sum_{i=1}^{2} pm_{ij} \times P_i \quad (1) \]

ii) Update change depth values:
   \[ D_j = D_j \times \sum_{i=1}^{4} md_{ij} \times M_i \quad (2) \]

iii) Update PM constraints values of the developers V_k:
   \[ C^k_j = C^k_j \times \sum_{i=1}^{2} pc_{ij} \times P_i \quad (3) \]

iv) Update technical skills values of the developers V_k:
   \[ T^k_j = T^k_j \times \left[ \sum_{i=1}^{13} qt_{ij} \times Q_i + \sum_{p=1}^{2} dt_{pj} \times D_p \right] \quad (4) \]

v) Update non-technical skills values of the developers V_k:
   \[ N^k_j = N^k_j \times \sum_{i=1}^{4} dn_{ij} \times D_i \quad (5) \]

vi) Calculate the total score of every developer V_k:
   \[ S^k = \sqrt{\sum_{i=1}^{3} T^k_i + \sum_{i=1}^{4} N^k_j + \sum_{p=1}^{2} C^k_p} \quad (6) \]

vii) Select developer V_k who has:
   \[ S^k = \text{max}(S^1, S^2) \quad (7) \]

**Example**

Fig. 2 depicts part of a sample maintenance project staffing CAN for which the project manager considers that the current project to maintain is important at 60% (P1=0.6), 40% (M2=0.4) of it corresponds to correction, 60% (D2=0.6) implies new technologies, and 60% (Q1=0.6) of the documentation is inexistent or poorly written. The sample CAN also shows the coding (T1) and reasoning (N1) skill levels of the two candidate developers, as well as their context change parameter (C2). The arrows are labeled with impact weights; for example, pm12=0.7, indicates that through the past projects, the project manager concluded that the maintenance project importance (P1) impacts by 70% the value of correction maintenance (M2).

**Figure 2. Sample maintenance project staffing CAN**

Let us apply the decision algorithm:

i) Update maintenance scope values:
   \[ M_2 = M_2 \times pm_{12} \times P_1 = 0.4 \times 0.7 \times 0.6 = 0.168 \]

ii) Update change depth values:
   \[ D_2 = D_2 \times md_{22} \times M_2 = 0.6 \times 0.3 \times 0.168 = 0.030 \]

iii) Update PM constraint values of the developer V1:
   \[ C^1_2 = C^1_2 \times pc_{12} \times P_1 = 0.4 \times 0.8 \times 0.6 = 0.192 \]

Update PM constraint values of the developer V2:
   \[ C^2_2 = C^2_2 \times pc_{12} \times P_1 = 0.7 \times 0.8 \times 0.6 = 0.336 \]

iv) Update technical skill values of the developer V1:
   \[ T^1_7 = T^1_7 \times \left[ qt_{17} \times Q_1 + dt_{27} \times D_2 \right] = 0.6 \times [0.9 \times 0.6 + 0.6 \times 0.030] = 0.335 \]

Update technical skill values of the developer V2:
   \[ T^2_7 = T^2_7 \times \left[ qt_{17} \times Q_1 + dt_{27} \times D_2 \right] = 0.8 \times [0.9 \times 0.6 + 0.6 \times 0.030] = 0.446 \]

v) Update non-technical skill values of the developer V1:
   \[ N^1_1 = N^1_1 \times dn_{21} \times D_2 = 0.8 \times 0.5 \times 0.030 = 0.012 \]

Update non-technical skill values of the developer V2:

\[ N^2_1 = N^2_1 \times dn_{21} \times D_2 \]
\[ N_1^2 = N_2^2 \cdot \theta n_{21} \cdot D_2 = 0.6 \cdot 0.5 \cdot 0.03 = 0.009 \]

vi) Calculate the total score of the two developers:
\[ S^1 = T_1^2 + N_1^4 + C_1^1 = 0.335 + 0.012 + 0.192 = 0.539 \]
\[ S^2 = T_2^2 + N_2^2 + C_2^2 = 0.446 + 0.009 + 0.336 = 0.791 \]

vii) Select developer \( V_k \) who has:
\[ S^k = \max(S^1, S^2) = \max(0.539, 0.791) = 0.791 \]
Developer \( V_2 \) is then selected.

Impact weights

As stated above, the PM is supposed to have elaborated the matrices \( pm, md, qt, dt, dn, \) and \( pc \) through past maintenance projects. For the purpose of our learning activity, the instructor and students determined the values of those matrices (see Table 2 – Table 7). Note that students were introduced to the problem as formulated in this article but for usability reasons, the implemented system contained 9 technical skills out of 13. That is why Table 4 contains 9 lines only.

Table 2. Values of the matrix \( pm \)

<table>
<thead>
<tr>
<th>Project Importance (( P_1 ))</th>
<th>Correct (( M_1 ))</th>
<th>Adaption (( M_2 ))</th>
<th>Perfectio (( M_3 ))</th>
<th>Preventio (( M_4 ))</th>
</tr>
</thead>
<tbody>
<tr>
<td>0.5</td>
<td>0.35</td>
<td>0.6</td>
<td>0.35</td>
<td></td>
</tr>
</tbody>
</table>

| Task criticality (\( P_2 \)) | 0.5 | 0.65 | 0.4 | 0.65 |

Table 3. Values of the matrix \( md \)

<table>
<thead>
<tr>
<th>Correction (( M_1 ))</th>
<th>New low design (( D_1 ))</th>
<th>New Technology (( D_2 ))</th>
</tr>
</thead>
<tbody>
<tr>
<td>0.25</td>
<td>0.0</td>
<td>0.0</td>
</tr>
<tr>
<td>Adaption (( M_2 ))</td>
<td>0.35</td>
<td>0.6</td>
</tr>
<tr>
<td>Perfection (( M_3 ))</td>
<td>0.2</td>
<td>0.15</td>
</tr>
<tr>
<td>Prevention (( M_4 ))</td>
<td>0.2</td>
<td>0.25</td>
</tr>
</tbody>
</table>

Table 4. Values of the matrix \( qt \)

<table>
<thead>
<tr>
<th>Task</th>
<th>Bad Doc. (( Q_1 ))</th>
<th>Bad Code (( Q_2 ))</th>
</tr>
</thead>
<tbody>
<tr>
<td>Arch. Des. (( T_1 ))</td>
<td>0.8</td>
<td>0.2</td>
</tr>
<tr>
<td>L.L. Des. (( T_2 ))</td>
<td>0.6</td>
<td>0.4</td>
</tr>
<tr>
<td>D.S. Des. (( T_3 ))</td>
<td>0.4</td>
<td>0.6</td>
</tr>
<tr>
<td>Algo. Des. (( T_4 ))</td>
<td>0.3</td>
<td>0.7</td>
</tr>
<tr>
<td>Cod. &amp;UT (( T_7 ))</td>
<td>0.2</td>
<td>0.8</td>
</tr>
<tr>
<td>Oth. Test. (( T_8 ))</td>
<td>0.5</td>
<td>0.5</td>
</tr>
<tr>
<td>Integ. Test. (( T_9 ))</td>
<td>0.5</td>
<td>0.5</td>
</tr>
<tr>
<td>Sys. Test. (( T_{10} ))</td>
<td>0.7</td>
<td>0.3</td>
</tr>
<tr>
<td>Fam. (( T_{13} ))</td>
<td>0.3</td>
<td>0.7</td>
</tr>
</tbody>
</table>

Table 5. Values of the matrix \( dt \)

<table>
<thead>
<tr>
<th>Task</th>
<th>New low design (( D_1 ))</th>
<th>New Technology (( D_2 ))</th>
</tr>
</thead>
<tbody>
<tr>
<td>Arch. Des. (( T_1 ))</td>
<td>0.2</td>
<td>0.8</td>
</tr>
<tr>
<td>L.L. Des. (( T_2 ))</td>
<td>0.8</td>
<td>0.2</td>
</tr>
<tr>
<td>D.S. Des. (( T_3 ))</td>
<td>0.8</td>
<td>0.2</td>
</tr>
<tr>
<td>Algo. Des. (( T_4 ))</td>
<td>0.8</td>
<td>0.2</td>
</tr>
<tr>
<td>Cod. &amp;UT (( T_7 ))</td>
<td>0.6</td>
<td>0.4</td>
</tr>
<tr>
<td>Oth. Test. (( T_8 ))</td>
<td>0.35</td>
<td>0.65</td>
</tr>
<tr>
<td>Integ. Test. (( T_9 ))</td>
<td>0.3</td>
<td>0.7</td>
</tr>
<tr>
<td>Sys. Test. (( T_{10} ))</td>
<td>0.3</td>
<td>0.7</td>
</tr>
<tr>
<td>Fam. (( T_{13} ))</td>
<td>0.7</td>
<td>0.3</td>
</tr>
</tbody>
</table>

Table 6. Values of the matrix \( dn \)

<table>
<thead>
<tr>
<th>Reasoning (( N_1 ))</th>
<th>New low design (( D_1 ))</th>
<th>New Technology (( D_2 ))</th>
</tr>
</thead>
<tbody>
<tr>
<td>0.3</td>
<td>0.7</td>
<td></td>
</tr>
<tr>
<td>Decision making (( N_2 ))</td>
<td>0.3</td>
<td>0.7</td>
</tr>
<tr>
<td>Stress tolerance (( N_3 ))</td>
<td>0.3</td>
<td>0.7</td>
</tr>
<tr>
<td>Communic. (( N_4 ))</td>
<td>0.4</td>
<td>0.6</td>
</tr>
</tbody>
</table>
Table 7. Values of the matrix pc

<table>
<thead>
<tr>
<th></th>
<th>Employee cost (C1)</th>
<th>Context change cost (C2)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Project Importance</td>
<td>0.4</td>
<td>0.6</td>
</tr>
<tr>
<td>Task criticality</td>
<td>0.35</td>
<td>0.65</td>
</tr>
</tbody>
</table>

System implementation and handling

The above described decision algorithm was implemented in Java as the core of a cognitive agent. Decision parameters need to be written in text file. The agent loads the parameters on the GUI. Then, the user pushes a button to order the agent to calculate a decision. The result is displayed on the GUI. Fig. 3 shows a sample GUI screen.

As stated above, a decision problem is based on the comparison between two candidate developers. To decide which developer to select, student groups need to compare their skill levels. As depicted by Fig. 3, numerical values of skill levels were replaced by a graphical notation. For example, Developer V2 is better than Developer V1 in algorithm design (T4) and the difference of skill levels is equal to one unit; a unit being equal to [0.1,0.4]. This can be expressed as: 0.1 ≤ T4_2 − T4_1 < 0.4. This implies that two star difference, like in architecture design (T1), means: 0.4 ≤ T1_2 − T1_1 ≤ 0.7. If 0.7 ≤ T_i_2 − T_i_1 ≤ 1.0, the difference in skill T_i level will be displayed with three stars. When 0.0 ≤ T_i_2 − T_i_1 < 0.1 the skill levels of the two developers are considered equal and thus no one is assigned a star; both are assigned a hyphen. The figure on the bottom of the screen helps students recall the impact relationships between the different decision parameters. When the students have made a decision, the instructor clicks the button “Compute” and the decision result is then displayed on screen. On Fig. 3 developers V1 and V2 scored 2.4 and 2.1, respectively.

During the first exercise sessions, students tended to select the developer who has more stars. Through the exercise sessions, students figured out that the impact level to which are subject the skill parameters must be taken into consideration. They then asked to see the value of that impact. Figure 4 shows an excerpt of the system’s log. Students finally came up with a decision process in which they examine the parameters on the GUI and the impact values on the log file. Their decision became better compared with the first sessions.

4. Learning activity design and process

The learning activity was introduced as the basis for a tutorial session of three hours. Prior to that, students were introduced to theoretical aspects of the maintenance project staffing problem during one lecture session. The students were guided by the instructor to elaborate the values of the matrices pm, md, qt, dt, dn, and pc. As stated earlier, the activity was designed as a project and competition-based one. As such, it relies on students’ feedback to guide their own learning. The class contains 20 students who work within five groups of four students. Groups are assigned the task to solve 5 different cases. The detailed description of parameters of the cases is given to students one week earlier to thoroughly study. Student groups compete in class to make a staffing decision that coincides with the system’s inference. First, every case study is presented in detail by the instructor using the system’s interface. After having answered the students’ questions about the case study, student groups are given 10 minutes to debate and conclude a decision. The instructor then runs the system to infer a decision, and finally every group is given 3 minutes to explain their collective reasoning that led to their decision. A free discussion of 15 minutes allows students to give their feedback about their own decision process and on the other groups’ reasoning. During discussion the instructor plays the role of moderator.
5. Activity and tool validation

The proposed learning activity was experimented with MSc students (KS University, second semester 2016–2017), within the Software Processes and Construction course. To assess the achievement of the learning outcomes students’ feedback was surveyed. Table 8 contains the questionnaire and the responses of 20 students.

- A.1–A.5 cover the course learning outcomes and related cognitive skill improvement. According to the results, most of the students (65%-95%) feel they reached those outcomes and ameliorated the corresponding cognitive skills.
- B relates to the student’s confidence in own ability to benefit from this learning in real professional life. 80%-90% of students are satisfied with this aspect.
- C is about the usability of the system. 55%-80% of students were satisfied with the system’s usability, which is a satisfactory result.
- D assesses the usefulness of the system. Students’ satisfaction was high, 70%-95%.

Overall, students’ feedback was positive, which let us conclude that the learning activity was successful and thus we are confident of its potential.

Table 8. Student inquiry questions and results

<table>
<thead>
<tr>
<th>Questions</th>
<th>5 [%]</th>
<th>4 [%]</th>
<th>3 [%]</th>
<th>2 [%]</th>
<th>1 [%]</th>
<th>5+4 [%]</th>
</tr>
</thead>
<tbody>
<tr>
<td>A I feel that my skills of X have improved in regard to Y</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Y: Estimating developer productivity based on technical skills</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Y: Estimating developer productivity based on non-technical skills</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Y: Evaluating the importance of project parameters in staffing decision</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>A.4 X: Synthesizing all the decision problem parameters</td>
<td>15 [75]</td>
<td>2 [10]</td>
<td>3 [15]</td>
<td>0 [0]</td>
<td>0 [0]</td>
<td>17 [85]</td>
</tr>
<tr>
<td>Y: Staffing decision</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>A.5 X: Communicating, convincing others</td>
<td>19 [95]</td>
<td>1 [5]</td>
<td>0 [0]</td>
<td>0 [0]</td>
<td>0 [0]</td>
<td>20 [100]</td>
</tr>
<tr>
<td>Y: Managing project’s people</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>software maintenance staffing decision problem in my job environment.</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>C The configuration and usage of the system is easy.</td>
<td>11 [55]</td>
<td>5 [25]</td>
<td>2 [10]</td>
<td>2 [0]</td>
<td>0 [0]</td>
<td>16 [80]</td>
</tr>
<tr>
<td>D The system is important and useful.</td>
<td>14 [70]</td>
<td>5 [25]</td>
<td>1 [5]</td>
<td>0 [0]</td>
<td>0 [0]</td>
<td>19 [95]</td>
</tr>
</tbody>
</table>

6. Conclusion

This article reported a teaching activity that is part of a software process management course at the last year of MS degree in Software Engineering. The main goal was to fill the current gap in software engineering education that relates to maintenance software project staffing decision making, which is an important and complex project management task. To cope with this problem a decision model was designed as a Cognitive Attraction Network (CAN) and embedded on a cognitive agent-based tool. The conducted teaching experiment proved the efficiency of the tool as a learning assistant and a means to reach the course learning outcomes.

As future work, the staffing decision model should be integrated as part of a software project management tools package to automate the system’s inputs.
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